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Abstract. This article presents a comparative analysis of lightweight cryptographic algorithms used in IoT devices that operate with low resource consumption, along with the results of related research studies. In particular, the operational stages of the PRESENT lightweight encryption algorithm were analyzed and compared with the SPECK encryption algorithm under identical conditions (in the CrypTool 2.1 environment). The analysis results showed that to ensure security in IoT devices, the PRESENT lightweight encryption algorithm needs to be improved and the number of rounds reduced.
INTRODUCTION
Currently, rapidly developing Internet of Things (IoT) technologies play an important role in everyday life. IoT consists of several devices connected to each other and constantly exchanging data and information. As IoT technologies develop, security requirements are also growing. According to a report by ThreatLabz, the number of attacks on IoT devices is increasing by 45% annually [1]. Based on this data, it can be said that in order to strengthen security requirements, there is an urgent need to improve the efficiency and sophistication of lightweight cryptography algorithms, which form the basis of IoT technology security.
Lightweight cryptography refers to cryptographic algorithms designed for devices with limited computing power, memory, and energy consumption. The history of these algorithms coincides with the development of IoT technologies. In 2011, the National Institute of Standards and Technology (NIST) held a competition. Algorithms such as PRESENT, SIMON, SPECK, KATAN, and KLEIN took part in it. These algorithms were small in size and had low resource requirements, which gave them an advantage over other algorithms.
LITERATURE REVIEW AND METHODOLOGY
A large number of literature and articles were analyzed within the scope of the topic. Several studies were conducted to analyze lightweight encryption algorithms and their effectiveness, including the PRESENT encryption algorithm. In particular, the article by Muhammad Rana et al. [2] presents an analysis of lightweight encryption algorithms used in Internet of Things devices due to resource constraints. These algorithms were analyzed in terms of security effectiveness, speed, and energy consumption in devices. Christophe De Caenier et al. [3] developed the KATAN cipher, which uses block sizes of 32, 48, and 64 bits and an 80-bit key. In this algorithm, the key is written to the device. A copy of the text is loaded into the register, and the encryption process begins.
The PRINCE cipher, developed by Julia Borghoff et al. [4], uses a 64-bit block size and a 128-bit key. This cipher distributes the key throughout the text and has special mechanisms to prevent cryptographic attacks. Deukjo Hong et al. [5] developed a cipher based on the Feistel network. It also uses a 64-bit block size and a 128-bit key. The algorithm uses simple XOR and shift operations over the functions and . Ray Bolier et al. [6] developed ciphers with different block and key sizes. These ciphers are designed to improve the structure of hardware and software systems on processors. The cipher uses modular addition, XOR, and cyclic shift operations. An overview of lightweight cryptographic algorithms is discussed by Kong Jia Hao et al. They provide information on optimized algorithms for efficient use of energy and resources.
Gaurav Bansod [7] explained the hybrid PRESENT-GRP method. In this method, input data blocks are distributed through the PRESENT S-box, and the output data is reflected using the PRESENT-GRP algorithm and then transferred to the permutation level. The PRESENT-GRP algorithm is designed in a 4x4 S-box structure, which aims to reduce complexity and power consumption.
The design for performing operations on a 64-bit value is such that it uses only 16 4-bit PRESENT S-boxes and passes them to PRESENT GRP for permutation. The memory requirements of the PRESENT-GRP hybrid structure are significantly lower than those of existing algorithms. GRP uses seven stages to reduce the equivalent of P-box gates. The bits are grouped as follows: the first group contains bit 0 and bit 64, the second group contains bit 1 and bit 65, and so on. The implementation of encryption algorithms in lightweight hardware and software was also discussed by George Hatzivassilis et al. [8].
Power consumption is currently one of the most important factors in Internet of Things devices. In response to this requirement, Muhammad Rana published the following research results in his article. Figure 1 shows the power consumption of the Proposed, Piccolo, Rectangle, Print, Present, Iceberg, and High algorithms in the form of columns [2].
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FIGURE 1. Energy consumption of various lightweight algorithms

Description of a lightweight algorithm. PRESENT is a lightweight block cipher algorithm developed by Andrei Bogdanov and co-authors in 2007. This algorithm is primarily intended for systems with limited hardware and software resources, such as Internet of Things devices, RFID technologies, and sensor networks. It was standardized by the International Organization for Standardization (ISO/IEC) in 2012 and is primarily adapted for lightweight cryptography.
Advantages of the algorithm. Optimized for a small number of transistors, low power consumption, and security. Despite its many advantages, the PRESENT algorithm has a number of disadvantages. The encryption speed of the algorithm in software is low. PRESENT was developed primarily for efficient operation in a hardware environment. The speed of operation in software is lower than that of other lightweight algorithms. Another disadvantage of the algorithm is the key length. An 80-bit key length is not sufficient for long-term security, as with increasing computing power, the key can be cracked by brute force. There is a 128-bit PRESENT algorithm, but the 80-bit key length variant is more commonly used. The algorithm is resistant to differential and linear cryptanalysis. The algorithm consists of 31 rounds, which is more than other lightweight encryption algorithms. This can lead to increased energy consumption. The algorithm does not include additional mechanisms for authentication or data integrity. This may make it unsuitable for certain security requirements.
How it works. The PRESENT block cipher algorithm is an example of a Substitution-Permutation Network (SPN) and consists of 31 rounds. The block length is 64 bits, and the key length is 80 and 128 bits. Considering the areas of application, the 80-bit key length version is widely used. This usually provides the level of security required for low-security applications.
The algorithm consists of 31 rounds,  operations with input data for round key , where  is used for subsequent whitening, linear permutation at the bit level, and a nonlinear permutation layer. The nonlinear layer uses a single 4-bit S-box, which is used 16 times in parallel in each round. The encryption algorithm is shown in Figure 1, and the sequence of each stage is defined as follows.
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FIGURE 2. Description of the current encryption algorithm

Add Round Key. Given a round key , where , and the current state add Round Key consists of ,
                                                                                	(1)
Layer s Box. In the PRESENT encryption algorithm using S-box 4-bit S: is represented in the hexadecimal number system S-box in Table 1 below.

TABLE 1. Hexadecimal value of table S
	x
	0
	1
	2
	3
	4
	5
	6
	7
	8
	9
	A
	B
	C
	D
	E
	F

	S(x)
	C
	5
	6
	B
	9
	0
	A
	D
	3
	E
	F
	8
	4
	7
	1
	2



The current state of sBoxLayer:  is considered as sixteen 4-bit words. , where  for , and the output is specified.
pLayer. The permutation table for the PRESENT encryption algorithm is shown in Table 2. Bit  takes the values .
The PRESENT algorithm uses 80- or 128-bit keys. The sequence of operations for an 80-bit key is shown below. The user key is stored in the K register and is represented as follows:
                                                                                                                           (2)
Where ​ is the most significant (leftmost) bit and is the least significant (rightmost) bit. Extracting the round key. In each round, a 64-bit round key is extracted, consisting of the leftmost 64 bits of the current state of register K.
                                                                                      (3)

TABLE 2. Permutation table
	I
	0
	1
	2
	3
	4
	5
	6
	7
	8
	9
	10
	11
	12
	13
	14
	15

	P(i)
	0
	16
	32
	48
	1
	17
	33
	49
	2
	18
	34
	50
	3
	19
	35
	51

	I
	16
	17
	18
	19
	20
	21
	22
	23
	24
	25
	26
	27
	28
	29
	30
	31

	P(i)
	4
	20
	36
	52
	5
	21
	37
	53
	6
	22
	38
	54
	7
	23
	39
	55

	I
	32
	33
	34
	35
	36
	37
	38
	39
	40
	41
	42
	43
	44
	45
	46
	47

	P(i)
	8
	24
	40
	56
	9
	25
	41
	57
	10
	26
	42
	58
	11
	27
	43
	59

	I
	48
	49
	50
	51
	52
	53
	54
	55
	56
	57
	58
	59
	60
	61
	62
	63

	P(i)
	12
	28
	44
	60
	13
	29
	45
	61
	14
	30
	46
	62
	15
	31
	47
	63



Here, generates an 80-bit key, and its 64 bits are extracted from the left side of the K register. 
Key update: After generating the round key , the K register is updated. The update process is as follows.
The bits of the K register are shifted one position to the left. At the same time, the leftmost 61 bits are shifted to the right (left shift operation). Using the S-block, a nonlinear substitution is applied to the upper 4 bits of the key. Depending on the round number, the last bits of the key are updated.
In each round, a new key is generated in the order specified above, and the K register is updated. This process is called key scheduling and plays an important role in improving the reliability of the algorithm. Generating a new key in each round complicates the algorithm and the process of analyzing it.
RESEARCH RESULTS
The PRESENT encryption algorithm was tested in the CrypTool 2.1 software environment, and the Speck block cipher was selected as the second algorithm for comparison. The following results were obtained. The following plaintext was entered for the PRESENT encryption algorithm. The algorithm's operation is shown in Figure 3.
In Figure 3, the PRESENT encryption algorithm uses the plaintext “In cryptography, a cipher is an algorithm for performing encryption or decryption a series of well-defined steps that can be followed as a procedure. An alternative, less common term is encipherment. In non-technical usage, a cipher is the same thing as a code; however, the concepts are distinct in cryptography. In classical cryptography, ciphers were distinguished from codes. Codes operated by substituting according to a large codebook which linked a random string of characters or numbers to a word or phrase. For example, UQJHSE could be the code for Proceed to the following coordinates. When using a cipher the original information is known as plaintext, and the encrypted form as ciphertext. The ciphertext message contains all the information of the plaintext message, but is not in a format readable by a human or computer without the proper mechanism to decrypt it; it should resemble random gibberish to those not intended to read it.” as plaintext and outputs the ciphertext in the “Text output” field.
The lightweight SPECK encryption algorithm was chosen to compare the capabilities of the algorithm. SPECK is a popular lightweight encryption algorithm proposed by the US National Security Agency (NSA) in 2013. Its purpose is to provide security on a limited number of devices.
In Figure 4, the SPECK encryption algorithm received “In cryptography, a cipher is an algorithm for performing encryption or decryption a series of well-defined steps that can be followed as a procedure. An alternative, less common term is encipherment. In non-technical usage, a cipher is the same thing as a code; however, the concepts are distinct in cryptography. In classical cryptography, ciphers were distinguished from codes. Codes operated by substituting according to a large codebook which linked a random string of characters or numbers to a word or phrase. For example, UQJHSE could be the code for Proceed to the following coordinates. When using a cipher the original information is known as plaintext, and the encrypted form as ciphertext. The ciphertext message contains all the information of the plaintext message, but is not in a format readable by a human or computer without the proper mechanism to decrypt it; it should resemble random gibberish to those not intended to read it.” as plaintext, and the ciphertext was output to the “Text output” field. 
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FIGURE 3. The process of working with the PRESENT encryption algorithm in software
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FIGURE 4. The SPECK encryption algorithm in action in the software

An analytical table was compiled based on the results obtained. Table 3 shows the results of the PRESENT and SPECK encryption algorithms. The table shows the input data for the algorithms (plaintext, key, and initialization vector) and their output results (ciphertext and decrypted plaintext).
When selecting encryption algorithms for Internet of Things (IoT) devices, energy efficiency is an important consideration. Table 4 presents a comparative analysis of the energy efficiency of the PRESENT and SPECK encryption algorithms for IoT devices.
TABLE 3. Mutual properties of algorithms
	Feature
	PRESENT
	SPECK

	Plaintext
	Analysis of symmetric block ciphers using CrypTool 2.1
	Analysis of symmetric block ciphers using CrypTool 2.1

	Key
	Random key
	00 01 08 09 10 11 18 19

	IV (Initialization Vector)
	Random IV
	80 AF 12 7A

	Ciphertext
	67 9C A2 76 3F 9D 13 32 DB B3 50 A6
	A7 32 B7 A7 33 6C 72 28



TABLE 4. Comparative table of symmetric encryption algorithms by energy efficiency
	Feature
	PRESENT
	SPECK

	Block size
	64 bits
	32, 64, 128 bits

	Key length
	80, 128 bits
	64, 96, 128 bits

	Number of rounds
	31
	22

	Energy consumption for encryption
	4.5 µJ
	2.5 µJ

	Resource requirement
	Low
	Very low

	Security level
	High
	Medium to high

	Speed
	Slower in software implementation
	Faster in software implementation


CONCLUSIONS
In conclusion, lightweight cryptographic algorithms provide effective encryption and security capabilities for Internet of Things devices. The lightweight cryptographic algorithm PRESENT is one of them. There is a need for lightweight cryptographic algorithms that reduce energy consumption in IoT devices, which indicates that there are challenges in further improving the performance of lightweight cryptographic algorithms. Improving the performance of a lightweight encryption algorithm suitable for Internet of Things devices (medical devices, industrial Internet of Things) with high security requirements has been identified as an important task. The following results were presented as a result of a comparative analysis. In particular, the PRESENT algorithm is a good choice when hardware resources are limited. It is suitable for low-power IoT devices. If energy efficiency and speed are required, the SPECK encryption algorithm is preferable. If security and hardware resources need to be minimized, PRESENT is a good choice. Reducing the number of iterations to 28 to reduce the time required to increase speed leads to optimization of delays and, at the same time, to a reduction in energy consumption. The practical results of this proposal were set as a task for implementation in the next stage of the research.
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