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Abstract. Task automation in Windows environments using tools like AutoIt, AutoHotkey, and PowerShell still faces significant accessibility challenges for non-technical users due to reliance on manual scripting skills and complex technical documentation. This study aims to design an intuitive GUI-based automation application interface to bridge accessibility gaps for multi-level users (technical and non-technical) in Windows. The proposed solution integrates three key approaches: (1) a drag-and-drop interface for building automation workflows without code, (2) live action recording (macro recording) of user interactions, and (3) Large Language Models (LLMs) like ChatGPT and DeepSeek as conceptual script-generating assistants.The development methodology adopts the iterative UX Journey framework (Discover, Explore, Test, Listen) through mixed-methods design. The Discover phase leverages LLMs for SWOT analysis, literature review, and mapping user behavioral variables. The Explore phase involves co-design sessions with 5 multi-level participants to develop personas, user scenarios, and interface wireframes. Initial validation was conducted via visual-focused A/B testing (layout, icons, information hierarchy) of two design variants.Key findings reveal:Non-technical users (administrative staff, students) prefer minimalist designs with LLM-powered interactive visual guides.Technical users (software engineers, data analysts) require flexibility for custom script integration within visual interfaces.LLMs show strong potential as mediators between natural language instructions and conceptual automation logic.This design is expected to lay the foundation for inclusive automation applications in Windows, with its core contribution being a user-centered design framework integrating visual elements, action recording, and generative LLM intelligence. Future work will focus on functional prototype implementation and quantitative usability testing.
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INTRODUCTION

Windows automation tools are designed to streamline repetitive tasks, enhance productivity, and reduce human error by automating interactions with software applications. These tools can range from simple macro recorders to advanced scripting languages and robotic process automation (RPA) systems.
A wide range of tools and technologies have been developed to support task automation in the Windows environment. Under Macro Recorders and Scripting Tools, AutoIt is a free scripting language that simulates mouse movements, keystrokes, and other user actions, making it ideal for automating repetitive tasks and interacting with applications as a user would [1], [2]. AutoHotkey similarly allows for task automation through simulated keyboard and mouse actions, and is known for being user-friendly, even for those without advanced programming skills [3]. PowerShell, built on the .NET framework, is a command-line shell and scripting language designed for automating administrative tasks and integrating with Windows components [4]. In the area of Robotic Process Automation (RPA), tools described in various studies can automate complex workflows by mimicking human interaction with software applications. These tools are often platform-dependent and use rule-based logic to determine when tasks should be offloaded to edge or cloud processing [5], [6], [7]. For GUI Automation, tools like Korat leverage computer vision to automate GUI interactions across different platforms, particularly for repetitive mouse and keyboard operations [8], [9]. Assistgui serves as a benchmark for evaluating models that manipulate the mouse and keyboard on the Windows platform, showcasing the potential of multi-agent collaboration frameworks [10]. Lastly, in Web Automation, Ringer is a record-and-replay tool that allows non-coders to automate web interactions by generating scripts from user demonstrations and remains robust against changes in webpage implementations [11].
Automation tools have a wide range of practical applications across various domains. In productivity software, tools like AutoIt and AutoHotkey are frequently used to streamline workflows in applications such as Microsoft Office and Adobe Creative Cloud, enabling users to bind repetitive functions to keyboard and mouse macros for increased efficiency [12], [13]. In the field of laboratory automation, scripting languages help automate interactions with instrument control software, significantly reducing the need for manual input and minimizing human errors [3], [14]. For administrative tasks, PowerShell and other scripting tools are widely employed to automate routine processes within Windows environments, enhancing operational efficiency and alleviating the workload on IT professionals [4], [15].
Despite their benefits, automation tools still face several challenges and offer opportunities for future improvement. Integration and compatibility remain significant concerns, as many automation tools must work across diverse software applications and platforms. While tools like AutoHotkey and AutoIt provide broad compatibility with vendor software packages, seamless integration is still an area for enhancement [2], [3]. User accessibility is another critical issue—making these tools more approachable for non-programmers is essential. Efforts from tools like Ringer and AutoHotkey aim to lower the barrier to entry through user-friendly interfaces and flexible scripting features [3], [11]. Finally, performance and reliability are vital, particularly as software interfaces evolve. Tools such as Ringer and Assistgui are designed to be resilient to changes in interface structures, but continued research is required to further improve their robustness and consistency [10], [11].
In summary, Windows automation tools encompass a wide range of technologies designed to automate repetitive tasks, improve productivity, and reduce errors. While significant progress has been made, challenges related to integration, user accessibility, and reliability remain areas for future development.
LITERATURE REVIEW
This literature review synthesizes prior work that frames the present study on Windows automation interfaces. We organize the review around three interrelated themes that recur across the cited studies: (1) scripting-based automation tools (e.g., AutoIt, AutoHotkey, PowerShell), which provide low-level control but often require programming knowledge; (2) Robotic Process Automation (RPA) frameworks that enable higher-level workflow orchestration but raise issues of platform dependence and integration complexity; and (3) vision- and demonstration-based approaches (including tools and benchmarks such as Korat, AssistGUI, and demonstration-to-script systems like Ringer) that aim to improve robustness across changing interfaces and lower the barrier to entry for non-technical users. For each theme we summarize main findings, common methodologies, and persistent limitations particularly in terms of usability for multi-level users, resilience to UI changes, and the absence of integrated AI-assisted script generation thereby motivating the design choices and research questions addressed in this paper.
Scripting-Based Automation Tools
A variety of scripting-based tools have been developed to automate user interactions in Windows environments. Among the most widely adopted are AutoIt and AutoHotkey. AutoIt is a powerful scripting language capable of simulating mouse movements, keystrokes, and GUI interactions, making it suitable for repetitive task automation and application-level scripting [1], [2]. AutoHotkey offers similar capabilities but emphasizes ease of use for non-technical users, allowing simple automation through intuitive syntax and hotkey binding [3]. PowerShell, on the other hand, is a command-line shell and scripting language that leverages the .NET framework to automate administrative tasks and manage system configurations [4].
Robotic Process Automation (RPA)
Robotic Process Automation (RPA) introduces more sophisticated automation through rule-based logic and decision-making capabilities. Unlike traditional scripting tools, RPA systems can automate end-to-end business workflows and are frequently used in enterprise contexts. Chuan et al. [5] and Nakić & Boban [6] demonstrated RPA’s utility in automating tasks in educational and administrative domains, though platform dependence and integration complexity remain significant barriers [7].
GUI Automation and Computer Vision
In GUI automation, computer vision techniques have enabled new ways to interact with screen elements. Tools like Korat and AssistGUI employ visual recognition to simulate user actions across different software interfaces [8], [9], [10]. AssistGUI in particular introduces a multi-agent collaboration model that allows task-oriented GUI automation, demonstrating a promising direction for scalable desktop automation.
Demonstration-Based and Web Automation
Tools like Ringer bring a novel approach by allowing users to demonstrate tasks that are then automatically converted into scripts. This record-and-replay mechanism provides accessibility for non-programmers by eliminating manual coding [11]. Ringer also features robustness to changes in web structure, which is a key challenge in web automation.


Practical Applications of Automation
Automation tools are applied in a wide range of contexts. In productivity software, AutoIt and AutoHotkey streamline repetitive tasks in Microsoft Office and Adobe Creative Suite through macro bindings [12], [13]. In laboratory environments, scripting tools automate instrument control software, minimizing human input and reducing error [3], [14]. For administrative tasks, PowerShell remains the go-to choice for system automation in Windows environments [4], [15].
Challenges and Opportunities
Despite their success, automation tools face persistent challenges, particularly in platform compatibility, user accessibility, and reliability under changing UI conditions. Enhancing integration across diverse systems and simplifying scripting for non-technical users remain pressing goals. Tools like Ringer and AssistGUI exemplify ongoing efforts to build resilient and user-friendly automation systems [10], [11]. Therefore, integrating AI-assisted scripting as proposed in this study offers a promising pathway to make automation more intuitive and accessible, especially for end-users unfamiliar with programming.
RESEARCH METHODS
From Figure 1. This study adopts the UX Journey framework, which consists of four main stages: Discover, Explore, Test, and Listen [12], [15]. A mixed-methods approach was applied, integrating qualitative user research with quantitative validation, supported by Large Language Models (LLMs) for analysis and synthesis throughout the process
[image: ]
Figure 1.research flow
Discover
The Discover stage aimed to understand user needs, context, and the core design challenges. Activities included a SWOT analysis and competitor analysis supported by LLMs to identify strengths, weaknesses, opportunities, and threats in Windows automation tools (following market and usability evaluation practices in [5], [6], [7]). The outcome of this stage was the primary hypothesis: Users with minimal technical background can automate repetitive tasks effectively if supported by an intuitive interface and AI-assisted script generation.
Explore
This stage focused on generating and refining design concepts through co-design sessions with five multi-level participants (both technical and non-technical), aligning with participatory design principles in [12], [13]. Key outputs included user personas, scenarios, wireframes, and a sitemap developed using Figma. LLMs assisted in synthesizing interview data and constructing interaction scenarios.
Test
Testing was conducted through A/B testing (based on evaluation methods in [10], [11]) comparing two interface variants: (1) a minimalist icon-based UI and (2) a text-based UI with detailed descriptions. Performance metrics included task completion time, error rate, and qualitative user feedback.
Listen
The Listen stage focused on analyzing feedback and refining the design, in line with user-centered design principles [14], [15]. LLMs were employed to detect recurring needs and usability issues, which informed the next iteration of the interface.
RESULTS AND DISCUSSION
This section presents the outcomes of each UX Journey stage, connecting the methodological approach to the findings. The results are discussed in terms of how each stage informed design decisions and validated the initial hypothesis.
Discover
The SWOT analysis indicated that the proposed application’s main strengths were ease of use, integration with AI assistants, and a modular macro system. Weaknesses included the absence of built-in scripting documentation and potential performance constraints on older systems. Opportunities stem from the growing demand for no-code/low-code automation tools, while threats came from established competitors such as Jitbit and Pulover's Macro Creator [5], [6]. The competitor analysis confirmed the uniqueness of the integrated AI scripting assistant compared to existing solutions..
Explore
The co-design process resulted in three key user personas:
· Non-technical users (administrative staff, students) preferred minimalist designs with interactive, AI-powered visual guidance.
· Semi-technical users desired flexibility to modify simple scripts.
· Technical users (software engineers, data analysts) required full custom script integration within the visual interface.
Wireframes and the sitemap revealed that non-technical users navigated drag-and-drop workflows more intuitively, while technical users valued the script preview panel.
Test
The A/B testing revealed that the icon-based UI led to 20% faster task completion and 30% fewer errors compared to the text-based UI [10], [11]. Participants also highlighted the macro preview feature and contextual AI assistance as the most useful elements.
Listen
Feedback analysis identified two major improvement areas: (1) enhancing script flexibility for advanced users, and (2) adding a community-driven macro template library. These findings align with prior studies emphasizing the role of shared resources in improving automation adoption [12], [13]. These improvements will guide future prototype development.

CONCLUSION
This study demonstrates that integrating AI-assisted scripting within a user-friendly macro automation interface can significantly improve accessibility for novice users while still meeting the flexibility needs of technical users. By applying the four-stage UX Journey Discover, Explore, Test, and Listen the research systematically identified user needs, developed and refined interface concepts, validated design choices through comparative testing, and incorporated user feedback for iterative improvement.
The findings confirm that a minimalist icon-based interface, combined with contextual AI guidance and macro preview, enhances task efficiency and reduces user error rates. Future development will focus on expanding scripting flexibility and establishing a shared macro template library to foster a community-driven ecosystem for Windows automation.
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